
 

 

Human Machine Language - Part 2 
 
We’re going to add one command to the Human Machine Language called SWAP - see description below.   
All of the other commands are still available to you.  So, there are 6 commands total in the language now. 

 
Swap the positions of the cards currently being touched by the 
left and right hands.  After a swap the cards have changed 
positions but hands return to original position.   
 

 
The human machine action is: pick up the cards, exchange the 
cards in hand, and return hands to original position in the list 
with the other card. 

Human Machine Language Reference 

 

 
Try an example with Swap 
Trace the program below with a partner and describe what it does. 

 

     What does this program do? 
 
 
 
 
 
 
 
 
 
 
 
 
 

 

 
 
 
 
 

  



 

 

Challenge: Min To Front 

Using only the Human Machine Language design an algorithm to 
find the smallest card and move it to the front of the list (position 
0).  All of the other cards must remain in their original relative 
ordering. 
 
END STATE: When the program stops, the smallest card should 
be in position 0. The ending positions of the hands do not matter, 
the ending positions of the other cards do not matter. As a 
challenge: try to move the min-to-front and have all other cards be 
in their original relative ordering.  

Cards BEFORE: 
     0        1        2         3        4        5        6        7 

 
 
Cards AFTER (may not be in this order) 
     0        1        2         3        4        5        6        7 
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  (If you need more lines, just keep going). 
  



 

 

Optional Challenges 
This list of challenges is given in no particular order.  Find one that intrigues you and try it out. 
For all of these challenges make the following assumptions: 

● Cards start randomly valued, and randomly ordered, and are dealt from an infinitely large deck.  I.e. you could 
face a row of all one value, or there could be seven 2s and one 6, and so on. 

● Algorithms should work in principle for any number of cards, and any values that are comparable. 
● Algorithms must STOP and be in the END STATE given in the challenge description. 

Challenge Description Example 

Search for 2 or a 10 
Search the list and stop when find EITHER a 2 OR a 10 (you could substitute 
2 and 10 for any other two values if you like). 
 
END STATE: the left hand should be touching the first 2 or 10 encountered in 
the list.  End state does not matter if there is no 2 or 10, but the program 
should stop. 

BEFORE:  4 3 7 5 10 4 7 2 2 
AFTER:   4 3 7 5 10 4 7 2 2 
                 ^ 
                 LH 
 
 

Hi-Lo 
Find the min and max values in the list and move them to the first and last 
positions, respectively. 
 
END STATE: The card with lowest value in the list is in position 0, and the 
card with the highest value is in the last position (position 7 if there are 8 
cards).  The end state of the hands does not matter, the positions of the other 
cards does not matter. 

BEFORE: 4 3 7 5 10 4 7 1 2 
AFTER:  1 4 3 7 5 4 7 2 10 

Search for 2 and a 10 
Search the list and stop once you have found BOTH a 2 AND a 10.   
 
END STATE: the left hand should be touching a 2 and the right hand should 
be touching a 10. End state does not matter if there is not both 2 and a 10. 

BEFORE:  4 3 7 5 10 4 7 2 2 
AFTER:   4 3 7 5 10 4 7 2 2 
                 ^      ^ 
                 RH     LH 

Sort 
Get the cards into sorted order from least to greatest. 
 
END STATE: end state of the hands does not matter, but cards should be in 
ascending order, and the program should stop. 

BEFORE: 4 3 7 5 10 4 7 2 2 
AFTER:  2 2 3 4 4 5 7 7 10 

Partition 
Call the last card in the list the pivot value.  Arrange the list so that the all of 
the cards less than the pivot value are to the left of it and all the cards greater 
than the pivot are to the right.  (Cards equal to the pivot can go to the left or 
right of it, your choice). 
END STATE: The pivot value is in the middle of the list somewhere with all 
values less than it to the left, and all values greater than it to the right.  The 
ordering of the cards to the left and right do matter.  The end state of the 
hands does not matter. 

BEFORE:  8 7 4 2 3 7 5 1 6 
AFTER:   4 2 3 5 1 6 8 7 7 
 
BEFORE:  5 4 3 5 4 3 5 4 1 
AFTER:   1 5 4 3 5 4 3 5 4  
 
BEFORE:  5 4 3 5 4 3 5 4 7 
AFTER:   5 4 3 5 4 3 5 4 7 
 

Count 
Count the number of 2s in the list and set the right hand so that its position 
number is equal to the number of 2s in the list. 
 
END STATE: the position number of the right hand is equal to the number of 
2s in the list.  If the count is higher than the possible position numbers (i.e. 
every value is a 2) then set the right hand to the position past the end of the 
list.  I.e. if there are 8 positions (0-7) the right hand should end in position 8. 

BEFORE:  4 2 7 5 10 4 7 2 2 
AFTER:   4 2 7 5 10 4 7 2 2    
               RH   
    
BEFORE:  4 3 7 5 10 4 7 1 1  
AFTER:   4 3 7 5 10 4 7 1 1 
         RH   
 
BEFORE: 2 2 2 2 2 2 2 2 2 
AFTER:  2 2 2 2 2 2 2 2 2    



 

 

                          RH      

Command Cut Outs 
 
Print out this sheet and cut out each command to use as lines of code in the template provided on the previous page. 
 
 

 


